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Abstract Atomic commit protocols for distributed transactions in mobile ad-hoc net-
works have to consider message delays and network failures. We consider ad-hoc
network scenarios, in which participants hold embedded databases and offer services
to other participants. Services that are composed of several other services can access
and manipulate data of physically different databases. In such a scenario, distrib-
uted transaction processing can be used to guarantee atomicity and serializability
throughout all databases. However, with problems like message loss, node failure,
and network partitioning, mobile environments make it hard to get estimations on the
duration of a simple message exchange.

In this article, we focus on the problem of setting up reasonable time-outs when
guaranteeing atomicity for transaction processing within mobile ad-hoc networks,
and we show the effect of setting up “wrong” time-outs on the transaction throughput
and blocking time. Our solution, which does not depend on time-outs, shows a better
performance in unreliable networks and remarkably reduces the amount of blocking.
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1 Introduction

As mobile devices get ubiquitous and grow in computational power, their manage-
ment of interdependent data also becomes increasingly important. For example, con-
sider the following application scenarios that make use of mobile ad-hoc networks.

Mobile market scenarios allow buyers and sellers to use their PDAs for searching,
offering, and buying items. A sale transaction can involve items and services of dif-
ferent people located in different parts of the flea marked. In this case, to guarantee
that buyer gets all items and services, atomicity is a required criterion. Furthermore,
when the number of requested items and services is higher than the number of items
available at the flea market, the sellers do not want to reserve their goods for a long
time for a customer that might even back out of the purchase, i.e., an appropriate
time-out mechanism for sale transactions is required.

Mobile gaming, e.g., mobile role playing games, let a player exchange and equip
virtual characters with virtual items. When the game uses embedded local databases
to store the game information, all steps of a player’s action that affect one or more
databases should be encapsulated by database transactions in order to guarantee
consistent game data.

Disaster management, e.g., in case of forest fires, makes use of mobile devices to
instruct fire fighters and to supply them with actual position data and burning densi-
ties. Coordinated actions of distributed fire fighters, e.g. coordinated rescue actions,
require atomic decisions on the use of men and resources. In this scenario, the agree-
ment of all participating fire fighters about the next action is crucial for the security
of the fire fighters. As the application of transaction processing techniques allows
giving guarantees for atomicity, the reduction of transaction blocking is desirable,
for example when fire fighters must be re-grouped.

Scientific exploration, e.g., a Mars exploration, use mobile ad-hoc networks to co-
ordinate multiple exploration rovers and to manage sensored data. In order to store,
search, and compare gathered data of a rover with another rover’s data, embed-
ded databases are also useful. In order to guarantee the consistency of all databases
in case database operations affect more than one database, atomicity is required.
Blocking reduction is also important for the overall application performance.

Clearly, such mobile environments combine all the characteristics of a distributed
database with the challenge of whimsical connectivity.

In order to maintain data consistency and integrity across the network and across
the local databases of each device, in our examples, the use of atomic mobile distrib-
uted transactions is crucial and challenging.

Within fixed wired networks, atomic commit-protocols like Two-phase Commit
protocol (2PC) [18] or Three-phase Commit protocol (3PC) [36], and a lot of vari-
ations of them (e.g., [2, 11, 22, 34, 35]), ensure the atomic execution of distributed
transactions by using a central Coordinator. However, in the context of mobile ad-
hoc networks in which mobile devices interact cooperatively via Web services, the
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protocol must be able to deal with a much more enhanced failure model and must be
more flexible in unreliable environments. As disconnection times are unforeseeable,
the use of standard lock-based concurrency control techniques and atomic commit
protocols in mobile ad-hoc environments may lead to unbounded and unpredictable
delays. Most of these techniques and protocols rely on time-outs to detect and handle
failures. However, it is extremely difficult to set up reasonable time-outs, for example,
for aborting a transaction when its Commit coordinator does not respond immediately
during the execution of an atomic commit protocol such as 2PC or 3PC.

1.1 Contributions

The main contributions of this paper are:

— We propose a distributed transaction model based on Web services.

— We present the “Adjourn state”, a non-blocking state that allows concurrent trans-
actions to be processed while a distributed transaction is waiting for the Coordi-
nator’s voteRequest message to demand the commit decision. In contrast to the
traditional Blocking (or Wait) state, the Adjourn state shows the following advan-
tages:

— It does not require the setup of a transaction time-out.

— It does not block concurrent transactions.

— It provides a flexible reaction to concurrency failures by distinguishing failures
that require a transaction abort, failures that only require the repetition of a sub-
transaction, and failures that allow the reuse of a sub-transaction.

— We introduce a novel use of the Commit tree, i.e. a tree data structure that repre-
sents the execution status of all active sub-transactions, and show how the Commit
tree can be used to efficiently coordinate the transaction.

— We present an experimental evaluation that demonstrates the advantage of the Ad-
journ state in a mobile and highly unreliable environment.

Beyond our previous contributions [30] and [7], this article further

provides a detailed Web service transaction model,

— shows implementations of the Adjourn state for both locking and validation con-
currency control,

— explains how sub-transaction dependencies and commit-status information shared
in the Commit tree can be used to partially restart and re-use sub-transactions, and

— gives experimental results for the Adjourn state and evaluates the effect of setting

up different time-outs regarding transaction throughput and overall blocking time.

1.2 Paper organization

The remainder of the article is organized as follows. In Sect. 2, we explain the un-
derlying system model and the transaction model, and we point out its use in two
concurrency control mechanisms, one pessimistic approach using locks, and one op-
timistic approach using backward oriented validation. In Sect. 2.3, we describe the
blocking problem that both concurrency control mechanisms involve regarding the
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processing of concurrent transactions in a mobile environment, and the resulting dif-
ficulty in setting up reasonable time-outs for aborting non-progressing transactions is
explained in Sect. 2.4.

Section 3 describes our solution, which distinguishes between a blocking and a
non-blocking state—called the Adjourn state—while waiting for the atomic commit
protocol to start. Thus, our solution makes setting up time-outs obsolete. We describe
how to combine our solution with both concurrency control mechanisms, locking
and validation. Furthermore, we show how the use of the Commit tree speeds up the
commit decision phase by implicitly flattening the transaction invocation tree, and
how the Commit tree can be used to optimize concurrency control issues.

Section 5 points out the experimental setup and describes the results of our exper-
iments. Finally, Sect. 6 discusses related work and Sect. 7 summarizes our results.

2 System model

We consider mobile devices, each equipped with a local database. The mobile devices
form a mobile ad-hoc network and offer their data by providing (web-) services.
When a device uses an offered Web service of a participant P;, one or more sub-
transactions are invoked at the local database of P;, which may invoke other sub-
transactions on mobile devices P;.

Due to the distributed character of our system model, one challenge when guaran-
teeing the atomicity property is to block resources as short as possible.

2.1 Transaction model

Our transaction model bases on the “Web Services Transactions Specification” [10].
However, due to our focus on the blocking problem when guaranteeing atomicity, we
can use a much simpler transaction model in this paper, i.e., we do not need a cer-
tain Web service modeling or composition language like BPEL4WS [13]. Thus, our

9% ¢

transaction model consists only of the objects “application”, “Web service”, “transac-
tion procedure”, “global transaction”, and “sub-transaction”. These terms are related
to each other as explained in the first subsection. The second subsection summarizes
some characteristic differences to other transaction models, and the third subsection

describes an example execution illustrating our transaction model.
2.1.1 Basic components of our Web service transaction model

An application is a program that may consist of one or more Web services. A transac-
tion procedure is a Web service that must be executed in an atomic fashion. Transac-
tion procedures and Web services are program fragments including local code, data-
base instructions, and (zero or more) instructions to call other remote Web services.
Note that we distinguish between transaction procedures and transactions as fol-
lows. A transaction procedure is a program fragment that shall be executed in an
atomic fashion. In contrast, a transaction, which is either a global transaction or a
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sub-transaction, is an atomic execution of a transaction procedure. The same transac-
tion procedure when called twice leads to different transactions that may even call a
different number of sub-transactions.

When an application A P invokes a transaction procedure, we call AP the Initia-
tor, and we call the execution of the transaction procedure a global transaction T .
The application AP is interested in the result of 7', i.e., whether the execution of a
global transaction T has been committed or aborted. In case of commit, AP is also
interested in the return values of the parameters of T'.

A global transaction may be distributed over several databases and may consists
of one or more sub-transactions, each of which consists of the following phases: a
read-phase, a coordinated commit decision phase, and, in case of successful commit,
a write-phase. During the read-phase, each sub-transaction performs write operations
on its private storage only. After commit, during the write phase, write operations
on the private storage are transferred to the database, such that the changes done
throughout the read-phase become visible to other transactions after completion of
the write-phase.

The relationship between transactions, Web services, and sub-transactions is re-
cursively defined as follows: We allow each transaction or sub-transaction 7 to dy-
namically invoke additional Web services offered by physically different nodes. We
call the execution of such Web services directly or indirectly invoked by the T the
sub-transactions 7 ... T} of T. The invocation hierarchy of sub-transactions can be
regarded as an invocation tree of sub-transactions that may be arbitrarily deep. Within
such an invocation tree of sub-transactions, the “root-node” represents the global
transaction T, while all other nodes of the tree represent sub-transactions 7; of 7.
In this sense, each transaction 7; calling a sub-transaction 7 is represented by the
“parent” node of the node representing the sub-transaction 7; within the invocation
hierarchy, and, for simplicity, we also call 7; the parent transaction of T;.

Each sub-transaction 7 that has been invoked by a parent transaction 7; is exe-
cuted autonomously. 7; and T; independently of each other send their commit de-
cision or abort decision to the coordinator. Whenever Tj ... T, denote all the sub-
transactions called by either a global transaction T, directly or by any child or descen-
dant sub-transaction T of T, during the execution of T, atomicity of T, requires that
either all transactions of the set {7y, 71, ..., T} commit, or all of these transactions
abort.

We assume that each Web service only knows the Web services that it calls di-
rectly, but does not know whether or not the called Web services call other Web
services. Therefore, at the end of its execution, each transaction 7; knows which
sub-transactions Tk ... T, it has called, but 7;, in general, will not know which sub-
transactions have been called by T ...T,. Furthermore, we assume that usually a
transaction 7; does not know how long its sub-transactions 7y ... T, are going to run.
This holds in particular for each global transaction.

In the mobile architecture for which our protocol is designed, Web services are
invoked by asynchronous messages instead of invoking them by synchronous calls
for the following reason. We want to avoid dependencies that occur if the comple-
tion of the read-phase of a sub-transaction 7; depends on the execution of another
sub-transaction 7. Figure 1 illustrates the situation that we want to avoid: The Web
service T; must wait for the return value of T before it can finish its execution.
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Fig. 1 Synch 11s fi
ig. ynchronous calls for [Tz

’ wait for result
‘Web services N

T; >
— % ] e

Fig. 2 Modeling synchronous 7 T
Web service calls by T T

asynchronous invocations \ / time

— 7 =
. time

In contrast, we want each sub-transaction to be able to autonomously complete its
read phase. Thus, we allow sub-transactions only to return values indirectly by asyn-
chronously invoking corresponding receiving Web services, but not synchronously
by return statements. However, our model also supports a synchronous Web service
call of T; to T; by modeling the call as Fig. 2 illustrates: we split 7; into T;, and T;,
as follows. T;, includes 7;’s code up to and including an asynchronous invocation
of its sub-transaction 7;; and T, contains the remaining code of T;. T; addition-
ally contains an asynchronous call to 7;, that contains the return values computed by
T; that shall be further processed by 7;,. In other words, a transaction 7; calling a
sub-transaction 7; and waiting for T;’s return value to continue, as shown in Fig. 1,
is replaced in our model with three transactions as shown in Fig. 2. Here, T;, is a
sub-transaction of 7}, T; is a sub-transaction of 7}, .

Since (sub-)transactions describe general Web service executions, they may not
necessarily access only relational databases, but can also access other resources
stored on the mobile device. Thus, we also call these nodes resource managers (RM)
and assume they support transaction processing.

2.1.2 Characteristic features of our Web service transaction model

We distinguish between program code, e.g., Web Services and transaction proce-
dures, and concrete executions of the program code on the database (transactions). A
transaction does not contain program code and Web services are never executions of
program code. As the invocation of a Web service depends on conditions and para-
meters, different executions of the same Web service may call different Web services
and execute different local code. Thus, the same Web service can lead to different
transactions on the database, e.g., when it is executed twice.

A special feature of our Web service transaction model is that the Initiator and the
Web services do not know every sub-transaction that is generated during transaction
processing. Our model differs from other models that use nested transactions (e.g.
[10, 16, 31]) in some aspects including but not limited to the following:

e Since network partitioning makes it difficult or even impossible to compensate all
sub-transactions, we consider each sub-transaction running on an individual re-
source manager to be non-compensable. Therefore, no sub-transaction is allowed
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to commit independently of the others or before the Commit coordinator guaran-
tees that all sub-transactions can be committed.

e Different from CORBA OTS [26, 31], we assume that we cannot identify a hierar-
chy of commit decisions, where aborted sub-transactions can be compensated by
executing other sub-transactions.

e Different from the Web service transaction model [10], the Initiator of a transaction
in our model does not need to know all the transaction’s sub-transactions in ad-
vance. We assume that each sub-transaction notifies the Initiator after completion
of the read-phase by including a list of asynchronously invoked sub-transactions
into its “read phase completed” notification message to the Initiator.

e A Web service may consist of control structures, e.g., if <Condition> then
<T1> else <T2>.This means that an execution of a sub-transaction may create
other sub-transactions dynamically. These dynamically created sub-transactions
belong to the same global transaction and must participate in the atomic commit
decision, as well.

e Communication is message-oriented, i.e., a Web service does not explicitly return
a result, but may invoke a receiving Web service that performs further operations
based on the result.

2.1.3 An example executing illustrating out Web service transaction model

Figure 3 shows an example execution of our Web service transaction model. The Ini-
tiator of the transaction invokes a Web service 7; that is offered by participant P;. Af-
ter the completion of the read-phase, an additional transaction is T offered by partici-
pant P; is invoked. Furthermore, the Initiator is notified whenever a sub-transaction’s
read-phase is completed, as the dotted arrows indicate. We will see the benefit of this
notification regarding a fast determination of all involved participants in Sect. 4. Fur-
thermore, Fig. 3 shows how call-by-value-result invocations are implemented: When
participant P; invokes the sub-transaction 7; at Pj, it additionally adds a parame-
ter [7}], which specifies the sub-transaction T} to handle the return value. Thus, P;
invokes T} with the requested return value after P; has finished T;’s read-phase.

Commit
Coordinator
start B
commit doCommit
protocol
Initiator y

’ jok oki  oki end
.. read i [read write |
Pa;)tlapant phase | phase phase
i H i
! end
T;,[Ti] /
T

.. read . write
Participant phase phase
P;

time
Fig.3 Web service transaction execution sequence
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Note that the transaction consists of the sub-transactions 7;, T}, and Tj. The in-
vocation hierarchy of the sub-transactions is 7; — T; — T;. However, the three sub-
transactions are executed only by two physical participants, P; and P;. Although, in
this case, 7; and T} are run by the same participant P;, their execution is independent
of each other and P; must sent two votes to the Coordinator during the atomic com-
mit protocol, one vote for 7; and one vote for T;. However, P; can bundle these two
votes into one message.

The Initiator starts the commit protocol when all sub-transactions have finished;
how the Initiator determines this, is explained in Sect. 4. The commit protocol then
needs several message exchanges in order to decide on the transaction’s commit sta-
tus.

2.2 Concurrency control

We describe two common concurrency control methods, namely Two-phase locking
(2PL) and validation, which can be used in our Web service transaction model. Based
on these synchronization schemes, we show how to combine our solution with each
of these synchronization techniques in Sect. 3.

For each sub-transaction Ty, let RS(T,) denote the local data read by T, and
WS(T,) denote the local data written by T,.

2.2.1 Two-phase locking

The Two phase locking protocol [17] consists of two consecutive phases for handling
transaction locks:

— In phase 1, necessary locks are acquired, no lock is released.
— In phase 2, no lock must be acquired anymore, but locks may be released.

For transactions that obey 2PL, the serializability property is guaranteed according
to [38]. However, in order to avoid cascading aborts and to guarantee recoverable his-
tories, we require transactions to be strict [5], i.e., Phase 2 can only be entered when
the resource manager has received the decision of the coordinator on the transaction’s
commit or abort status. In other words: Unless the transaction’s commit decision is
not known by a resource manager, the resource manager is not allowed to use the
transaction’s resources for other purposes. We assume for the remainder of the paper
that the strictness property holds when 2PL is used.

2.2.2 Local concurrency control by backward validation

Optimistic concurrency control [20, 23], more precisely backward oriented optimistic
concurrency control with parallel validation, does not use locking and allows parallel
access to conflicting data tuples. However, after the read-phase has been finished, an
additional validation phase follows in which concurrency conflicts are discovered.
Only those transactions that pass the validation may, after a successful distributed
commit decision, enter the write phase, during which they write their changes back
to the database.
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Fig. 4 Serializability for
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A local sub-transaction 7, is called older than a local sub-transaction 7; running
on the same database, if 7, starts its validation phase before T, does.

During the validation phase, the resource managers checks whether for each older
transaction T, one of the following conditions hold. If this is the case, transaction T,
validates to true. Otherwise, T, validates to false.

1. T, has completed its write phase before 7, has started.

2. T, has completed its write phase after T, has started, but before T, has started its
validation phase, and (RS(T,) N WS(T,)) = @.

3. T, has not finished its write phase before T, has started the validation, and
(a) (RS(T,) UWS(Ty)) NWS(T,) =2, and
(b) RS(To)NWS(Ty))=2.

Compared to [23], we additionally require condition 3(b) to be fulfilled in order to
guarantee serializability for distributed transactions. While the concurrency control
proposed by [23] correctly guarantees serializability for non-distributed transactions,
it cannot guarantee serializability when distributed transactions are executed concur-
rently, as shown in the example of Fig. 4.

Figure 4 shows a schedule for the participants A and B, each of them running
two sub-transactions concurrently. On participant A, a dependency 714 before T4
exists, while on participant B, a dependency 7>p before T7p exists. If a global trans-
action T consists of the sub-transactions 714 and Tjp and a global transaction 7>
consists of the sub-transactions T4 and Tp, the serialization graph would contain
a cycle, which violates serializability. The request for checking condition 3(b) pre-
vents this cycle, since our proposed concurrency control protocol would abort both
sub-transactions 7> and T p.

2.3 Blocking behavior of locking and validation

Traditional validation [23] is usually considered a scheduling technique for synchro-
nization of concurrent transactions that avoids blocking.

However, although validation does not directly block any resources, we argue that
even the validation-based concurrency control shows a blocking behavior when used
in combination with an atomic commit protocol. More precisely, in case of link fail-
ures or node failures, locking and validation are equivalent regarding their blocking
behavior in the following sense. Assume that a sub-transaction 7;, reading the tuples
RS(T;) and writing the tuples WS(T;), is waiting for the Coordinator to request its
vote.

@ Springer



174 Distrib Parallel Databases (2009) 25: 165-192

Two-phase locking would not allow any sub-transaction T with WS(T;) N
(WS(Ty) URS(Ty)) # ¥ to get the required locks and would therefore block 7} and
prevent the completion of 7} ’s read-phase.

Traditional validation (e.g., [23]) would allow any younger sub-transaction Ty with
WS(T;) N (WS(Tr) U RS(Ty)) # @ to enter the read-phase. However, since the tuple
sets WS(T;) and (WS(Ty) U RS(Ty)) are not disjoint, the validation of T fails, result-
ing in an abort of T;. Thus, validation prevents T} to enter its write phase as well.
Note that even a repetition of T, would result in an abort as long as 7; waits for the
Coordinator’s decision.

This means that both techniques, locking and validation, show a similar behavior
when dealing with atomic commit decisions for mobile networks: A transaction 7;
that waits for the commit decision and that has accessed the tuples WS(T;) U RS(T;)
during its read-phase, is not allowed to unilaterally commit or abort the transaction.
Thus, 7; prevents other sub-transactions 7} that write on the data T; accessed or that
read data 7; has written from being committed.

2.4 Problem description

Regardless of whether validation or locking is used, the following problem occurs
when the database is still able to abort a transaction T, but the Commit coordi-
nator is not reachable anymore. Then, the concurrency control prevents conflicting
transactions Tp from being successfully executed. In other words, any delay in the
commit phase of Tp has a blocking effect on concurrent conflicting transactions Ty .
To solve this problem, [36] has introduced time-outs after which the database aborts
the transaction Ty if it is still allowed to do so, i.e., if it has not sent its vote message.

However, especially in mobile networks, the question arises: “What is a reasonable
time-out after which the database should abort the transaction T if it has not sent a
vote message yet?”. If the time-out is too large, it prevents concurrent and conflicting
transactions Ty from a successful validation, since T will not pass the validation
phase successfully due to the pending transaction Tp. If the time-out is too short,
To may be unnecessarily aborted, e.g., when the delay is caused by the network or
when the duration of the validation phase differs for the databases participating in
the global transaction. Determining a reasonable time-out is difficult since it involves
not only knowledge about the network conditions, e.g., device movement, message
delivery times, message loss rates, etc., it must also consider the device’s computing
power and CPU utilization, and the varying duration of the validation phase for each
mobile device. Therefore, our solution, which does not rely on such a time-out, is
much easier to setup, and we will even see that it increases the overall transaction
throughput and reduces the amount of blocking.

3 Adjourn state blocking reduction

Our solution consists of two parts, namely, the Adjourn state and the Commit tree.
The Adjourn state avoids setting up participant time-outs for aborting a transaction
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by distinguishing between two states in which a database can wait for the coordi-
nator’s voteRequest message: the blocking state (defined in Sect. 3.1) and the non-
blocking Adjourn state (introduced in Sect. 3.2). We describe the database’s reaction
regarding concurrent conflicting transactions for both, locking and validation-based
concurrency control.

The second part of our solution—the Commit tree—deals with the identification
of invoked sub-transactions. Furthermore, the Commit tree handles partial restarts of
a sub-transaction instead of repeating the whole global transactions.

3.1 The blocking state

The database is allowed to switch unilaterally from the blocking state to the non-
blocking Adjourn state as long as the vote has not been sent. However, the vote on
the transaction can only be sent in the blocking state, and once a vote has been sent,
the Adjourn state must not be entered anymore.

Both states, the blocking state and the non-blocking Adjourn state differ in the
way whether or how the validation phase for a concurrent transaction is executed,
and therefore show a different blocking behavior.

3.1.1 Blocking state for locking

If a locking-based concurrency control scheme is used and a sub-transaction 7; that
is in the blocking state has acquired the set of read locks RL(7;) and the set of write
locks WL(T;), another transaction T is not allowed to acquire a write lock wl with
wl € RL(T;), and Ty is not allowed to acquire any lock ! with [ € WL(T;). Thus, a
concurrent transaction 7; must wait until 7; is committed or aborted, or until 7; has
proceeded to the Adjourn state, and thus has unlocked RL(T;) and WL(T;).

3.1.2 Blocking state for validation

While a successfully validated transaction 7, is in the blocking state, the validation
of a newer transaction 7, against the older transaction 7 is done by 7}, as described
in Sect. 2.2.2. This means, transaction 7, is validated against 7, with the effect that
whenever transaction 7, is in conflict with T}, T,, is aborted.

3.2 The non-blocking Adjourn state

A transaction T, that has successfully finished its read-phase may enter the non-
blocking Adjourn state at any time after 7, has sent the result message to the Initiator
and before T), has sent the vote message. However, 7, must migrate from Adjourn
state to blocking state before it may send its vote message to the coordinator. Re-
member that, after the vote message has been sent, the sub-transaction is not allowed
to enter the Adjourn state anymore.

If validation is used, the database must further perform a second adjourn-specific
validation phase before a transaction is allowed to leave the Adjourn state.
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Definition 1 The Adjourn state of 7, is a state in which the resource manager RM
executing T, waits for the Commit coordinator’s request to vote on Ty, but RM does
not block the tuples in WS(T,) U RS(Ty), i.e., the tuples written or read by T,,.

In the following, we describe what happens when a concurrent transaction tries to
perform conflicting accesses to the data contained in WS(Ty,) U RS(Ty).

3.2.1 Adjourn state for locking

If locking is used and a transaction T, which has acquired the set of read locks
RL(T,) and the set of write locks WL(T,), enters the Adjourn state, the locks RL(T)
and WL(T,) are released. However, when the resource manager RM grants one or
more locks from the set RL(T,) U WL(T,) to another transaction 7 while T} is in the
Adjourn state, the RM checks whether or not

WL(T,) N (RL(Ty) U WL(T})) = 2,
/\RL(T,) N WL(Ty) = @.

If this check evaluates to false, there is a conflict between T, and Tj. Therefore,
the RM locally aborts T, and the RM can either abort all other corresponding (sub-)
transactions that belong to Ty, or try a repeated execution of the sub-transaction 7, if
T, is still repeatable.

3.2.2 Adjourn state for validation

While 7, is in the non-blocking Adjourn state, the validation of a concurrent transac-
tion T, is done as follows: T}, is validated against all older transactions except those
being in the Adjourn state when 7, started its validation phase. This means, T,, which
is in the Adjourn state, has no blocking effect on concurrent transactions 7;,.

When T, must leave the Adjourn state, i.e., when the Commit coordinator de-
mands a binding vote on the transaction, 7, must be validated again in a second
adjourn-specific validation phase. However, the scope of this second validation is
different from the first validation phase:

This second validation of a transaction Ty, is successful, if and only if the following
condition holds for each transaction 7,, that has started its validation while T, has
been in the Adjourn state:

(RS(T,) UWS(T) NWS(Ty) = &,
/\RS(T,) N\WS(T,) = 2.

When this validation fails, 7, must either be aborted or can be locally restarted.

The reason for this concurrency check is the following: Although T), entered its
validation phase before 7}, i.e., T, is older, T} has not been validated against 7.
Since T, may have already been committed, the validation of T, against 7,, must be
either successful, or T,, must be aborted or locally restarted.
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Note that the Adjourn state only delays the validation of 7, against T;,. However,
the number of validation tests is exactly the same as with other commit protocols that
use backward oriented concurrent validation.

3.3 Local restarts and re-use of sub-transactions

Whenever a local sub-transaction 7; executing a Web Service W; is in Adjourn state
and must be aborted due to a conflicting access of a concurrent transaction, the data-
base can try to re-execute the Web service W; as a sub-transaction Ti’. However, as
sub-transactions are dynamically generated, 7/ may invoke different Web services
than T;. Since in our transactional model 7; and T/ do not return any values, a repe-
tition of 7; as 7} results only in a repetition of those sub-transactions that have been
invoked by 7;, but a repetition of 7; as 7; will not result in a repetition of the sub-
transaction that has invoked 7;.

Furthermore, we can optimize the repetition of the Web service W; that has spaw-
ned a sub-transaction 7; that is repeated as 7} as follows: 7 does not need to execute
a call to Web service Wy with parameters P; when the same call has also been issued
by T; with exactly the same parameters. In this case, we can re-use the call of 7; to
Ws in the repetition of W;, i.e., in Tl/ , since W itself is responsible for local restarts
in case of concurrency conflicts. Since the effects of the execution of W, will become
permanent after the completion of the atomic commit protocol and W, never returns
any value to an ancestor in the invocation tree, W, only depends on the invocation
parameter of W;. The concrete execution of W;, however, does not depend on the
execution of W at all. Thus, whenever W; is repeated with the same invocation pa-
rameters, this repetition does not have any effect on W;. Therefore, the call of 7; to
W; can be re-used.

To summarize, if W; must be repeated and the corresponding sub-transaction 7;
has invoked Wy with parameter Py, the repetition of W; as T/ can lead to the following
possibilities regarding the calls to other Web services:

1. TI.’ must issue a call to W with the same parameters P as 7; has done. This call
does not need to be executed, Ti’ can re-use the invocation done by T;.

2. T/ mustissue a call to Wy with different parameters P;. This call must be executed.

3. Ti’ does not need to call Wy anymore. Then, W can be aborted.

4. Ti’ must issue a call to a new Web Service W; that has not been invoked by 7;.
Then, W; must be treated as every other Web service that belongs to the global
transaction.

If the repetition 7; of a Web service W; previously executed as 7; does not call
any new Web service W; and does not call any Web service Wy with parameters that
differ from the parameters that were used when calling 7;, W; can be locally repeated
without having an effect on other Web services.

3.4 Entering the Adjourn state

Each transaction may decide for itself when it enters the Adjourn state. However, we
propose to wait for a short delay in order to avoid unnecessary aborts. Our experi-
ments have shown that waiting for the duration of a typical message delay gives the
best results.
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Figure 5 shows an example application of the Adjourn state when validation-based
concurrency control is used. It shows two resource managers P; and P; that try to
commit the sub-transactions 7; and 7}, respectively. Both, 7; and T}, belong to the
same global transaction 7. As the execution time of the read phase and the validation
phase takes longer for P; than for P;, P; has to wait for a longer period of time for the
voteRequest message to arrive. However, P; does not know about the delay of P;.
In order to avoid blocking of concurrent transactions after the validation phase, P;
migrates 7; into the Adjourn state and unblocks the occupied resources. After P; has
successfully sent the result, the coordinator demands the vote of P; and P;. Since
T; has entered the Adjourn state, P; must perform the second validation phase as
stated in Sect. 3.2, before 7; can leave the Adjourn state and can send the vote to the
coordinator.

Figure 6 shows a single resource manager P executing the two independent
sub-transactions 7, and 7,,. While the older transaction, 7,, waits for the coordi-
nator’s voteRequest message, the newer concurrent local transaction, 7;,, performs
conflicting accesses to data tuples accessed by T,. Therefore, after 7, received the
voteRequest, the second adjourn-specific validation phase of T, against 7, fails,
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which requires the repetition of 7,’s read-phase. However, the delay within the coor-
dination process of T, has not led to a chain reaction of blocking of the concurrent
transactions, e.g., 7, could be still committed.

3.5 Proof of correctness

The following theorem states that it is not possible that a sub-transaction 7 of a
global transaction T is still in Adjourn state, when a sub-transaction 7; of T is com-
mitted.

Theorem 1 Whenever a sub-transaction T; of a transaction T is committed, i.e., T;’s
write phase is executed, no sub-transaction Ty belonging to the transaction T can be
in the Adjourn state anymore.

Proof by contradiction. Assume, the coordinator’s decision for T is commit, and the
sub-transaction T} is in Adjourn state. In order to decide for commit, the coordinator
must have had received voteCommit messages of all participating sub-transactions,
including T;. However, in order to be able to send a “voteCommit” message, Ty must
be in the blocking state. After having sent the voteCommit message, T} is not allowed
to migrate to the Adjourn state anymore, as described in Sect. 3.2. Therefore, without
violating the protocol, there is no possibility for a sub-transaction 7y of T to be in
Adjourn state, when another sub-transaction of 7' is committed. O

3.6 Number of messages

The Adjourn state is entered after the read-phase and the first validation phase have
been successfully finished. After the coordinator has sent the voteRequest message,
the database performs a second validation, and either immediately replies by sending
the vote message, or it locally restarts the sub-transaction. In the failure-free case,
each protocol with Adjourn state does not require additional messages compared to
the corresponding protocol without Adjourn state. Of course, if a transaction must
be locally restarted, additional messages for invoking sub-transactions may be nec-
essary. However, this involves at most the same work and at most the same number
of messages as restarting the global transaction as required by protocols without the
Adjourn state.

4 Commit tree

As described in Sect. 3.3, a sub-transaction 7; might be restarted as Ti’ in case of
concurrency conflicts. In this case, 7; and other sub-transactions 7 that have been
invoked by 7; and are either invoked by 7; with different parameters or are not at all
invoked by T;, can be aborted. In order to abort these sub-transactions, the coordinator
must learn about the invocation hierarchy. For this purpose, the invocation hierarchy
and the commit status of the involved sub-transactions is stored in a data structure
called “Commit tree”. To generate the Commit tree, each participant that sends a
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result to the Initiator attaches the IDs of all invoked sub-transactions. The Initiator
then creates the Commit tree for a transaction and passes it to the coordinator, which
is responsible to maintain the tree in case of restarts.

Note that each sub-transaction is required to send a result message to the Initiator
of the transaction after read-phase completion. However, a sub-transaction does not
send a message to a sub-transaction that is a parent sub-transaction in the invocation
hierarchy (with the exception of the parent being the Initiator).

Each Commit tree belongs to exactly one global transaction and stores the follow-
ing variables:

1. the global transaction ID,

2. atree structure containing Commit tree nodes,

3. alist unassignedN of unassigned nodes that correspond to sub-transactions 7 that
have sent a result before their parent sub-transactions, i.e., the sub-transactions
calling those transactions 7, have sent the result, and

4. alist openSubTransactions of known transaction IDs, for which the result has not
yet been received by the Initiator.

Furthermore, each Commit tree node stores

. the sub-transaction ID of the sub-transactions 7, represented by this node,
. the ID of the resource manager running the sub-transaction,

. the caller transactionID of the parent sub-transaction, and

. 0 or more IDs of invoked sub-transactions.

AW =

When the Initiator has ascertained that the Commit tree is complete, i.e., the Com-
mit tree has an empty list openSubTransactions, it passes the Commit tree to the
Commit coordinator. Based on the current status of the Commit tree and based on
a timer, the coordinator sends the following messages to the participating resource
managers:

1. voteRequest: when the Commit tree has been received from the Initiator, i.e., all
results have arrived at the Initiator and the list openSubTransactions is empty,

2. doCommit when all participants have voted for commit,

3. doAbort: when at least one participant has voted for abort, and

4. doAdjourn: when after a time-out some votes are still missing.

4.1 An example of the coordinator’s Commit tree

To ensure that all sub-transactions 71, ..., T, invoked by a sub-transaction 7; are
known to the coordinator, the initiator must process the result messages sent by each
participant.

Figure 7 shows an example Commit tree. Each result message of a sub-transaction
T; includes the result data, the ID of 7;, the ID of the parent sub-transaction that has
invoked T;, a list of sub-transactions that have been invoked by 7;, the global transac-
tion ID TID to which T; belongs, and a sequence number. When the initiator receives
the result of 77, the node T is created. Since the sub-transaction 77 has invoked the
sub-transactions 7> and 73, the vote for commit of the sub-transactions 7> and T3
is also required to commit the whole transaction. Therefore, these nodes are added
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@Result(resuItData, I, root, [T1], TID, 1)

@ Result(resultData, Ty, I, [T5, T3], TID, 1)

@ @ Result(resultData, 73, T1, [], TID, 1)
@ @ Result(resultData, T5, T3, [], TID, 1)

Result(resultData, T3, Tj,
[T, 73, TID, 1)

Result(resultData, Ty, T3,
[]. TID, 1)

Fig.7 Commit tree example

to the Commit tree as well. The initiator builds this Commit tree dynamically and
determines when all sub-transactions needed for starting the atomic commit protocol
execution are finished. Since the information about invoked sub-transactions is sent
along with a result message of the parent transaction and the parent’s result can be
received later than the child’s result, it may be the case that a sub-transaction’s result
cannot be immediately assigned to a node connected in the Commit tree. In this case,
the result is stored in a list of unassigned nodes and this node is connected in the
Commit tree after the corresponding parent sub-transaction’s result has arrived.

4.2 Commit tree modification by the result operation

Whenever a participant has successfully finished its read-phase of a sub-transaction
T;, the following result message is sent to the Initiator in order to invoke the initiator’s
RESULTRECEIVED method, which is described in Algorithm 1:

resultReceived (Object resultData,
ID subtransactionID, ID callerID,
ListOf (ID) invokedSubT,
ID globalTID, int sequenceNr)

The optional parameter “resultData” contains 7;’s result, while the “subtransac-
tionID” indicates the ID of 7;. The callerID is the ID of the participant that has in-
voked T;. The list “invokedSubT” contains the IDs of all sub-transactions invoked
by T;, while the “globalTID” is the ID of the global transaction to which 7; belongs.
Furthermore, the result message contains a sequence number, which is increased if
the sub-transaction is restarted and a second result message must be sent.

If the sub-transaction was not successful and has been aborted, the participant does
not send a “resultReceived” message. Instead, it notifies the Initiator about this abort.
Depending on the transaction’s implementation, the Initiator might choose a different
Web service to fulfill the global transaction.

Algorithm 1 outlines the implementation of the Initiator’s resultReceived opera-
tion, which is executed on the Commit tree whenever a resultReceived message is
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Algorithm 1 Implementation of resultReceived

1: procedure RESULTRECEIVED(Object resultData, ID subtransactionID, ID callerID,
ListOf(ID) invokedSubT, ID globalTID, int sequenceNr)
2: if isPreVoteValid(sequenceNr) then

3: markOutdatedAndAbortUnusedST(subtransactionID, callerID,
invokedSubT, globalTID);

4: N :=createNode(subtransactionID, caller|D, globalTID, invokedSubT)

5: openSubTransactions.del(subtransactionID)

6: if (ParentNode:=getNode(callerID)) == null then

7: unassignedNodes.add(N) = If parent’s result has not arrived yet, put back node
8: else

9: ParentNode.addChild(N)
10: assignNodes(invokedSubT, N) > Try to assign nodes from unassignedNodes
11: end if
12: openSubTransactions.add(invokedSubT)
13: end if

14: end procedure

received. First, the Initiator uses the sequence number to check that no newer mes-
sage was processed earlier (line 2). This may be the case when sub-transactions are
repeated and certain invocations must be repeated due to different invocation para-
meters (cf. Sect. 3.3). Therefore, a node N4 that represents the sub-transaction sub-
transactionID may already exist within the Commit tree, but is no longer valid. Thus,
the procedure markOutdatedAndAbortUnusedST(...) marks N4 as outdated (line 3).

When a sub-transaction is repeated, its invoked sub-transactions may change. To
identify sub-transactions that are no longer needed for the commit decision, the IDs
of the sub-transactions invoked by N,;; are compared with the actual invoked sub-
transaction parameters invokedSubT of the new result message. Those sub-transac-
tions that are invoked by N,;; but not needed for commit anymore are aborted and
deleted from the Commit tree (line 3).

After this, a new node N is created (line 4) and the parent-child relationships
between N and the nodes representing other sub-transactions are managed (lines 4-
11). In addition, a list openSubTransactions is updated where transactions are stored
whose votes have not yet arrived (line 12).

If all results are present, the list openSubTransactions is empty and the atomic
commit protocol, which requires votes for commit of all nodes in the Commit tree,
can be started. After the resource managers sent their binding votes, the objects ac-
cessed by the transaction are blocked. To ensure that in case of a resource manager
failure no infinite blocking of the other resource managers occurs, the coordinator
starts a timer. If the time is over and some votes are missing, the coordinator sets the
commit status stored in each node of the Commit tree to the Adjourn state, proposes
the Adjourn state to 7; and to all sub-transactions belonging to 7;, and requests the
votes for the sub-transaction once more.
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4.3 Commit tree modification by repetition

If a sub-transaction 7, must be repeated as 7/, the result message with updated para-
meters must be sent to the Initiator and to the Commit coordinator, and the parameter
“sequenceNr” must be increased.

The coordinator replaces the node for 7, with the updated parameters of 7/, and
notifies sub-transactions that are not needed anymore, i.e. sub-transactions that were
invoked by T, but have not been invoked by Tr/ . Furthermore, the coordinator de-
mands the votes of those sub-transactions that are additionally invoked by 7. When-
ever a sub-transaction can be re-used instead of being repeated, the Commit tree does
not need to be changed for the re-used sub-transaction.

4.4 Benefits of combining Commit tree and Adjourn state

The use of the Commit tree in combination with the Adjourn state shows several
advantages for transaction processing. As the Commit tree allows to identify all sub-
transactions that are invoked during transaction execution, it can be combined with
dynamic transactional models like our Web service transactional model, which allows
to invoke sub-transactions even during transaction execution.

In combination with the Adjourn state, the Commit tree allows participants to save
energy and to speed up transaction processing for the following reason. Assume, for
example, a concurrency conflict has occurred for a sub-transaction 7;. In this case,
a repetition of 7; as T/ including all of its invoked sub-transactions is necessary.
However, if during the execution of 7, some sub-transaction invocations are equal to
those performed by 7;, we can re-use the invocations done by 7; and do not need to
re-invoke them. This results in time and energy savings.

Furthermore, the Commit tree allows the transaction coordinator to identify and
abort sub-transactions that are not needed anymore, for example if sub-transactions
have been invoked by T; but not by 7.

5 Experimental evaluation

We evaluated transaction processing in an unreliable mobile environment, which
means, participants often disconnect for a short time and come back or, equivalent
to this, a lot of messages are lost. Within such a scenario, the longer the blocking
of a transaction is (blocking in terms of preventing other transactions from being
committed) the greater the risk that another participant will disconnect and does not
receive the voteRequest message. Therefore, it is more frequent that the coordinator
cannot decide for commit, and that the coordinator must abort the transaction after
a time-out than in fixed-wired networks. In our experiments, we especially focus on
two parameters that influence transaction execution and that are characteristic for a
mobile network: disconnections and message delay. The adjustment of other para-
meters such as transmitting power or movement models will finally affect these two
parameters. Therefore, we identified “disconnection time and length” and “message
delay” as the key parameters that influence the transaction execution. In other words,
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the more unreliable the network is, the more disconnections, message delays, and
message losses occur.

For the simulation, we define a set of scenarios, which differ in both the network
events such as disconnections and message delays and the spawned transactions. For
each scenario, we start simulating transaction processing at the time when the global
transaction is started, and observe the transaction execution until the time when the
atomic commit protocol is invoked, i.e. when the coordinator demands the vote. In
order to be able to compare the blocking state (which requires a time-out) and the
Adjourn state (which does not require a time-out), we simulate the blocking state
with various time-outs. We measure the number of successful transaction executions
and the overall blocking time of both the Adjourn state and the blocking state. The
concrete parameters of the generated scenario are described in the following subsec-
tion.

5.1 Simulation model

To simulate a varying reliability of our environment, we executed 7 simulations runs,
which started when the sub-transaction was sent to each resource manager. We have
simulated a logical clock in order to compare different approaches. One time unit
corresponds to the shortest database operation (e.g., the shortest read phase). The
used message delivery time (including routing, stack access, powering up wireless
device for sending, etc.) is assumed to be fast, i.e. between 0.2 and 2 time units. Each
of these 7 runs are stopped after 1000 time units plus additional 60 time units in order
to let the time-out based protocols finish the last sub-transactions.

In each of these runs, we let 200 resources execute the same 135 global transac-
tions. Each of these global transactions consists of 4 to 8 sub-transactions, resulting in
830 sub-transactions in total, where each sub-transaction uses exactly one resource.

Most of the sub-transactions have short read phases (randomly selected between 1
and 5 time units), but some transactions contain long read phases (randomly selected
between 4 and 25 time units) that delay the transaction’s commit.

As the number of committed transactions of atomic commit protocols for mobile
networks primarily depends on the number of disconnections, we have focused on an
evaluation based on disconnection of nodes. Thus, the simulated number of discon-
nections reflects the combination of other criteria like field size, movement speed,
node density, and node sending power, which influence the number of disconnec-
tions. For example, the lower the number of nodes within a fixed field, the greater the
number of disconnections.

The 7 runs differ in the number of disconnections of participants. A disconnected
participant cannot communicate with other participants as long as the disconnection
lasts. In the first run, we let no participant disconnect. In the second run, we randomly
add 1000 disconnections to the participants (exponentially distributed). Each of these
disconnections has a length of 25 to 50 time units. After 1000 time units, we stop the
experiment and count the number of successfully committed transactions.

Predicting an optimal transaction time-out is difficult for the blocking state, thus,
we simulated the blocking state using different transaction-time-outs (25, 50, 100,
250, 500, and 750 time units). Each participant starts its time-out after it has sent
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the result to the coordinator. When the time-out has expired and a participant has not
received a voteRequest from the coordinator, the participant aborts the transaction in
order to unblock the occupied resources. Furthermore, we measure the total blocking
times of all participants.

5.2 Results

Figure 8 shows the transaction throughput for the Adjourn state and for the blocking
state when validation is used. On the x-axis, the different simulation runs, which vary
in the number of resource manager disconnections, are shown. Besides the Adjourn
state, Fig. 8 shows different curves for the blocking state, each of which represents the
used transaction time-out. For example, the curve “Block 100” describes a simulation
run in which each participant aborts a transaction if the participant has not received
the coordinator’s voteRequest message for 100 time units after the first validation
succeeded.

We have repeated each simulation run five times in order to see whether there is
an impact by chance. As we have observed that chance has an impact only on short
running experiments, we have chosen the duration of each experiment long enough
to get repeatable results.

Our experiments confirm that setting up a time-out that maximizes the throughput
is difficult and depends on the concrete network reliability. In contrast, the Adjourn
state, which does not require such a time-out, shows an average throughput in reliable
networks, but is superior to each time-out of the blocking state in unreliable networks.

Besides the transaction throughput, the blocking time is an important criterion
for the concurrency control. Figure 9 shows the sum of the blocking times of all
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resources for the Adjourn state and for the blocking state. We can see that the Adjourn
state blocks the resources significantly less than each time-out of the blocking state.
Again, the overall blocking time of using the blocking state highly depends on the
concrete time-out value.

Although we have described solutions for both concurrency control schemes val-
idation and locking, we have omitted the visualization of the results for locking as
both concurrency control schemes lead to almost the same results. The reason for
the identical behavior of locking and validation regarding transaction throughput and
blocking is as described in Sect. 2.3: both concurrency control schemes lead to a
blocking behavior on concurrent transactions after the successful completion of the
read phase. Even concurrency schemes such as timestamp synchronization [25] suf-
fer from the same problem of blocking after successful read phase completion. That
is why we can expect similar evaluation results.

5.3 Evaluation summary

To summarize, our experimental results have shown that the Adjourn state concur-
rency control enhancement blocks remarkably less than using the traditional block-
ing state. Additionally, the Adjourn state achieves a significantly higher transaction
throughput in unreliable networks with a lot of disconnections.

Furthermore, our tests have confirmed the difficulty in setting up a database
time-out that increases the transaction throughput and reduces the amount of block-
ing.

As we argue in Sect. 2.3, the concrete concurrency control technique (e.g., locking
or validation) has no influence on the blocking of distributed transactions after the
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read phase has been finished. Our experiments have proven this, as we got almost the
same results regardless of whether validation or locking has been used as concurrency
control technique.

This justifies the use of the Adjourn state even in mobile networks with moderate
reliability, since Adjourn state protocols do not expose the user to the risk of setting
up a “wrong” time-out that leads to a performance degradation.

6 Related work

Related work on distributed transaction processing can be classified according to the
following two criteria: is the transaction execution flat or hierarchical/nested, and are
transactions considered compensable?

6.1 Transaction invocation

The requirement to allow sub-transactions to invoke other sub-transactions originated
from business applications. Within such a business application, the atomicity con-
straint is to complete all “sub-transactions” of a workflow. Today, Web services and
their description languages (e.g. BPEL4AWS [13] or BPML [3]) are more and more
used to implement nested Web service transactions, which are called Web services
orchestration.

However, these languages do not provide a coordination framework to implement
atomic commit protocols. For this purpose, our contribution can be combined with
these description languages, like the “WS-Atomic-Transaction” proposal [10] does.
Note that our contribution is different from [10] in several aspects. For example, [10]
has a “completion protocol” for registering at the Coordinator, but does not propose
a non-blocking state—like our Adjourn state—to unblock transaction participants
while waiting for other participants’ votes. In addition, our Adjourn state may even
be entered repeatedly during the protocol’s execution.

Besides the Web service orchestration model, there are other contributions that set
up transactional models to allow the invocation of sub-transactions, e.g., the Kan-
garaoo Model [16]. Common with these transaction models, we have a global trans-
action and sub-transactions that are created during transaction execution and cannot
be foreseen. However, our model allows sub-transactions to be removed if they are
not invoked anymore by a newer execution of their parent sub-transactions.

Corba OTS [26, 31] uses a hierarchy of commit decisions, where an abort of a sub-
transaction does not necessarily lead to an abort of the global transaction. Instead, the
calling sub-transactions can react on this abort and use other sub-transactions, for
example. Although we also assume that Web services invoke other Web services and
the Coordinator uses a tree structure to maintain information about commit votes, we
do not propose hierarchical commit decisions, since this implies that the upper nodes
of the execution hierarchy must wait for the commit decision of all descendant nodes.
In a mobile environment, where node failures are likely, our solution allows to spread
the commit decision as fast as possible by flattening the invocation tree even before
the atomic commit protocol starts.
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6.2 Compensation

The main difference to other transactional models, e.g., [16, 32, 33], is that we con-
sider all sub-transactions to be non-compensable for the following reason. Commit-
ted transactions can trigger other operations, thus, we cannot assume that compensa-
tion for committed transactions in mobile networks is always possible, since network
partitioning makes nodes unreachable but still operational. When the compensation
transaction will not reach the node, however, a model relying on compensation cannot
give hard global atomicity guarantees as defined in [21]. Thus, we focus on a trans-
action model, within which atomicity is guaranteed for distributed, non-compensable
transactions.

Models like [32] or [33] allow a transaction to define the level of consistency
which the transaction leaves behind. In contrast, our solution does not need to ad-
just the level of consistency. We can guarantee atomicity without leaving states of
inconsistency, even within mobile environments without base stations, where nodes
that have consistent data may crash or permanently remain in a separated network
partition.

The approaches [14] and [15] suggest the suspend state, which unblocks resources,
as well. However, these approaches are intended for the use within an environment
with a fixed network and several mobile cells, where disconnections are detectable
and therefore transactions can be compensated. In contrast, our assumed environ-
ment, which allows ad-hoc communication, demands a more complex failure model
that takes network partitioning into consideration. This means, our model assumes
that a Coordinator cannot distinguish whether another node has failed or is still oper-
ational in another partition, and therefore compensation cannot be used. In addition,
our transactional model is more powerful since it allows dynamically invoking Web
service transactions, which must not be known in advance.

Another approach that relies on compensation of transactions is [35], which pro-
poses 2PC optimizations, e.g. heuristics for committing transactions when messages
are lost. However, inconsistencies may occur in case of network partitioning, for ex-
ample, when some databases do not immediately receive the compensation decision
or when the coordination process fails. Furthermore, the approach involves the diffi-
culty of setting up time-outs as well.

Distributed transactions may also occur in the context of mobile agents (e.g., [12,
40]). In this context, the execution code is shipped to the resource managers. Our
key ideas for guaranteeing atomicity of distributed transactions can be adapted to this
context as well.

Other contributions focusing on agents, e.g., [28], propose to shift the coordination
workload to fixed parts of the network by using participant-agents, which are exe-
cuted on base stations and responsible for sending the votes and accepting the commit
decision. However, our extension is also usable for completely mobile networks that
do not have a fixed infrastructure.

While our solution reduces blocking of resource managers before the commit pro-
tocol starts, blocking that occurs during the atomic commit protocol execution is
inevitable in asynchronous networks. This follows from contribution [37], which has
proven that blocking during atomic commit protocol execution cannot be avoided
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if it cannot be determined whether a node has failed or is still working in another
network partition. To enhance the Coordinator’s availability of the atomic commit
protocol, other contributions propose the use of protocols with more than one Co-
ordinator. [34], for example, suggests the use of backup Coordinators in 2PC; [19]
uses Paxos Consensus [24] to get a consensus on the commit decision; and [6, 8]
allow “controlled failures” by proposing a combination of 2PC, 3PC [36], and Paxos
Consensus. Since our Adjourn state affects the phase before the atomic commit pro-
tocol starts, it can also be combined with these protocols. Furthermore, [29] proposes
a different termination technique called Bi-State-Termination, which allows concur-
rent transactions T, to commit even if they are in conflict with a transaction T} that
waits for the coordinator’s commit decision by executing 7, on two states, one repre-
senting T} is committed, the other representing 7 is aborted. Again, as our Adjourn
state effects only the phases before the commit protocol starts, it is compatible and
can be combined with this approach.

6.3 Concurrency control

To omit locking, concurrency control mechanisms like multiversion concurrency con-
trol [4, 39], timestamp-based concurrency control [25], or optimistic concurrency
control [20, 23] have been proposed. However, these approaches do not solve the
problem of setting up time-outs when the database has to abort a transaction. Our
proposed Adjourn state does not rely on such time-outs, and merges nicely with these
concurrency control mechanisms since it is an “on demand” strategy for giving con-
current transactions access to resources that have been used by transactions which are
still waiting for the commit protocol to be invoked.

Reference [27] proposes a concurrency control schema that combines multiversion
concurrency control with a timestamp mechanism for transaction processing in mo-
bile environments containing both mobile devices and fixed-wired databases. It uses
an additional lock type called “verified-lock”, which is a special lock type issued by
the mobile devices for handling transaction termination at the fixed-wired databases.
In contrast, our solution aims at a completely mobile environment and does not need
to rely on these fixed-wired databases.

Compared to our previous contribution [7], the Adjourn state proposed in this pa-
per is developed for the combination of optimistic concurrency control and atomic
commit protocols. Furthermore, we give experimental results and discuss the con-
currency control mechanism. Since the Adjourn state can be combined with a dy-
namic transactional model, the Coordinator must get to know the participating sub-
transactions. An approach that allows the Coordinator to keep track of all dynamically
invoked sub-transactions is described in [9].

Our approach is based on the same optimistic principle as [1]. However, the Ad-
journ state differs from [1] as the Adjourn state does not block resources while a
transaction has sent the result of its read phase to the Initiator and waits for the vote
command.
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7 Summary and conclusion

In this article, we have introduced a Web service transaction model suitable for mo-
bile networks, which allows a Web service to dynamically invoke other Web services
to fulfill its own service. We have discussed two concurrency control mechanisms for
this Web service model, locking and validation, and we have demonstrated the block-
ing effect that both concurrency control schemes involve. Furthermore, we explained
the difficulty in setting up time-outs for aborting transactions.

Our solution, the Adjourn state, does not rely on time-outs and allows to repeat
Web services in case of concurrency failures. Furthermore, we have shown an op-
timization for Web service repetition that, under certain conditions, can re-use Web
service calls instead of repeating them. The Adjourn state is mainly designed for
wireless and mobile environments in which the transaction load is moderate and the
number of disconnections high. If this applies to certain instances of wired systems as
well, these systems may also benefit from our protocol, as it also works in fixed-wired
environments.

We have described the Commit tree, which allows the transaction’s Commit coor-
dinator to keep track of the commit-status of all participating sub-transactions. Fur-
thermore, we have shown how the Commit tree can be used to unblock participants
by migrating them back to the Adjourn state if some participants must repeat their
Web service.

We have evaluated our proposed scheme experimentally using simulation. Our ex-
periments have proven the difficulty that traditional protocols involve when setting up
time-outs for mobile networks with unpredictable reliability. Our experiments have
also demonstrated that using the Adjourn state in unreliable environments can lead to
an increased transaction throughput of committed transactions of a factor up to 2.5
compared to the use of traditional time-outs. Furthermore, the Adjourn state signifi-
cantly reduces the amount of data blocking.

In the future, we plan to combine the Adjourn state with protocols using multiple
coordinators.
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