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Abstract In this paper, we argue that pervasive applications need to be
aware of and adaptive to network conditions. We begin with an overview of
three software projects in which we are currently involved, and highlight
network awareness and application adaptability as a common thread
among them. We argue that these features stem from the fundamental
architectural principles of the Internet. We generalize our experience and
elaborate on the principles for developing network awareness and adaptable
applications.

1 Introduction

Pervasive computing enables us to access information from anywhere and to
affect local and remote physical environments. The Internet is a powerful
medium on which pervasive applications can be developed and deployed.
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However, most of the current Internet lack features that are critical to per-
vasive applications, such as multicast or Quality-of-Service (QoS) provi-
sioning. As a result, applications need to exhibit particular intelligence when
deployed over IP (Internet Protocol) networks. In this paper, we argue that
network-enabled software needs to become network-aware, i.e., knowledge-
able about the technical details of the network, and network-adaptive, i.e.,
responsive to the nature and behavior of the network. We expound the
principles that are critical in developing network awareness and adaptable
applications.

The importance of network awareness and adaptability can be examined
in many pervasive applications. For example, VoIP (Arora 1999) enables
telephony using Internet connectivity instead of plain old phone lines. When
two people have a phone conversation, voice data should be transmitted to
them in real time. Being aware that the Internet cannot provide real-time
communication service, developers implemented some protocols, such as
RTP (Schulzrinne et al. 1996), RSVP (Braden et al. 1997), to achieve real-
time transmission so that VoIP applications can adapt to the Internet
environment. In this paper, we report on three software projects, in which we
are involved, that are network aware and are adaptable. These three projects
are a scalable data dissemination middleware, an agent-based robotic control
framework, and a distributed simulation platform. Although these applica-
tions differ greatly in objectives and functionalities, they share the common
trait that their design acknowledges explicitly the network architectural
principles, functionality, and missing features. In other words, these appli-
cations are network-aware, network-adaptive, or both. We will argue that
network awareness and network adaptability are motivated by the funda-
mental design principle of the Internet—they are not a transient phenome-
non. Based on the generalization of our experience, we will argue that
network environment investigation should be an additional step within the
existing software development methodologies (Pfleeger 1998; Schach 1996)
and pervasive applications should be configurable to enhance adaptability.

The paper is organized as follows. In Sect. 2, we report on our imple-
mentation of the data dissemination software. In Sect. 3, we describe our
agent-based architecture for remote robotic control, and our framework for
distributed and physically realistic simulations. Section 4 puts awareness and
adaptability within the broader perspective of the Internet design principles.
In Sect. 5, we give a highlight to the principles that are crucial in developing
effective pervasive applications with network awareness and adaptability.
Section 6 discusses a common approach to achieve self-awareness and self-
adaptability at runtime. Finally, Sect. 7 concludes the paper.

2 Scalable data dissemination

An HealthCare ALert (HCAL) system is an application that collects data
from health operators, assesses whether there is a widespread health condi-
tions, and, when a disease outbreak is detected, disseminates critical infor-
mation to a large number of receivers. Examples of HCAL is the RODS
system (Tsui et al. 2003; Wagner et al. 2003) and the analytic framework
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described in Buckeridge et al. (2003). Figure 1 shows a Graphical User
Interface from the RODS HCAL at the client side (Li et al. 2003). The user is
presented with a map of Pennsylvania broken down by counties. The pur-
pose of this interface is to convey information to health operators and to the
public regarding current disease outbreaks in the state. By clicking on a
county, the user can get current statistics of diseases and prodromes for that
county. The information is automatically refreshed when the client receives
updated data from the server.

The data dissemination component is particularly needed when severe
outbreaks are detected and health operators or the public urgently demand
current information. In these circumstances, the demand for information
would vastly exceed the computational capabilities of any single Web server
and of most interconnection links. Therefore, two fundamental issues are:

1. The preparedness of the software to work in emergency scenarios,
2. Its scalability, i.e., its ability to serve a large number of potential re-

quests for information.

Fig. 1 A graphical user interface of the RODS HCAL system showing a map of the
state of Pennsylvania, the number of diseases and prodromes detected in three selected
counties during a run of the software on fictitious data
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Hence, the software developer should be aware of the network conditions
and employ advanced technologies to improve system scalability. Lack of
network awareness can cause a failure in developing an effective HCAL.

These objectives can be achieved through multicast communication,
whereby a single piece of information is delivered simultaneously to all
parties interested in monitoring health conditions (and only to them). In-
ternet multicast is in principle similar to a television broadcast, which is aired
by one station and received simultaneously and independently by a multitude
of television sets. Multicast brings similar ideas to the Internet. However,
allowing multicast in the network introduces non-trivial data management
problems such as caching, consistency, and scheduling. We have built a
middleware (MSMDD 2004; Chrysanthis et al. 2003; Li et al. 2003; Mah-
moud 2004) which integrates state-of-the-art data dissemination and multi-
cast communication techniques into a software distribution. Although the
user interface appears on the surface as no more than a regular Web page,
the system incorporates multicast through a middleware library and is
consequently prepared for scalable use. For a better understanding of how
the system works, now we give a description of middleware support for
multicast-based data dissemination (MBDD) (Chrysanthis et al. 2003).

2.1 Data dissemination methods

The middleware supports three data dissemination methods, i.e., multicast
push, multicast pull and unicast pull. The middleware can use any combi-
nation of these three multicast methods at run time. Applications cannot
distinguish which method(s) are used because the details of the middleware
are concealed from them. In multicast push, the server periodically multi-
casts data to clients. Clients join the multicast channel to retrieve data
without explicitly sending requests to the server. In this way, the load on the
server is reduced and the system scalability can be enhanced significantly.
Multicast push is a good fit for disseminating hot data, e.g., the most up-to-
date information requested by most clients of an HCAL during a disease
outbreak. In multicast pull, the client sends an explicit request to the server
when it needs some data. The server multicasts the requested data to all
members of the multicast group. When there are multiple clients requesting
the same data within a short time, the server can aggregate the requests and
multicast the information only once. Multicast pull is used to disseminate
warm data for which multicast push cannot be justified, while there is an
advantage in aggregating concurrent client requests. Cold data are dissem-
inated by traditional unicast pull. For instance, in an HCAL, some history
records may be requested sporadically and consequently, unicast is suitable
for delivering these data to the clients.

2.2 Architecture

Figure 2 shows the architecture of the middleware and its relationship with
the transport and application layer. The architecture is flexible and extensible

402 A.T. Al-Hammouri et al.



and its components can be selected or replaced depending on the underlying
multicast transport mechanism or on the application needs. The document
selection component gathers statistics on document (a data item identified by
identifiers such as URLs) popularity, which is the probability that clients
request a document. The component uses this statistic to classify the docu-
ments as hot, warm or cold so that they can be disseminated respectively
through multicast push, multicast pull and unicast pull. An index of sorted
URIs or URI digests is broadcast by the server, which enables clients to
quickly decide if a document is multicast by the push channel. The multicast
push scheduling component determines the frequency and order by which
hot documents are multicast. The multicast pull scheduling component re-
solves contention among client requests to use the multicast pull channel and
arranges the order in which warm documents are disseminated. The multi-
cast documents on the server are loaded into the cache before being dis-
seminated to clients. Caching is also available at the client side. Advanced
caching policies are incorporated into the caching component. Interaction
between the middleware and the underlying transport layer are enabled by
the transport adaptation layer (TAL) using a uniform interface.

2.3 Multicast schemes

The transport layer provides various multicast schemes for multicast com-
munication. A multicast scheme can have specific requirements on the net-
work where it works. This requires developers have a good knowledge of the
network where the multicast system is deployed.

Fig. 2 Middleware data dissemination architecture and its relationship with the trans-
port and application layers
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There are multiple multicast schemes that have been developed, ranging
from IP multicast and end-to-end multicast schemes. In IP multicast, the
server sends a single data copy to the network and packets are replicated and
forwarded to receivers by multicast-enabled routers. Therefore, the server
can disseminate data to a large number of receivers by using small band-
width. Based on IP multicast, more sophisticated schemes are obtained by
adding higher level features, such as reliability, congestion control and
security. However, IP multicast has not been widely deployed because of a
number of challenging issues, such as the management of globally unique
addresses, maintaining per group state at routers, defending from flooding
attacks and needs for changes at the infrastructure level. In practice, IP
multicast is often confined within local-area networks.

Implemented at the application layer, end-to-end multicast schemes give
an effective solution to deploy multicast in the Internet. In end-to-end
multicast, applications are strategically placed in a logical overlay network,
which is a network abstraction on top of the substrate network. Commu-
nication between the applications is along overlay edges using unicast. End-
to-end multicast can utilize features such as flow control, congestion control
and reliable delivery that are available for point-to-point connections.
However, this approach can increase server-to-client delays because packets
are relayed by applications. End-to-end multicast also requires more band-
width than IP multicast since the same data copies can be transmitted over
the same physical link more than once.

The selection of multicast scheme for a multicast system is determined
by a number of factors: the size of the multicast group, the performance
requirements, the network environments where the system is deployed,
and other requirements on security, reliability. Network awareness can
play an important role in obtaining the correct choice of a multicast
method. For example, because HCALs must be deployed across hetero-
geneous Internet links, an end-to-end multicast scheme should be chosen
by the application.

2.4 Performance

The objective of MBDD is to provide a scalable data management layer to
applications. Therefore, it is important to optimize the application-perceived
level of service. The application level performance often cannot be derived
directly from the network level metrics. For example, a small loss rate on the
links may not largely reduce the bandwidth available to clients, but it can
substantially increase the latency to satisfy a client’s request (Zhang et al.
2004). However, we can still take advantage of network awareness. If we
learn that a network can experience severe loss of packets, we can selectively
incorporate coding techniques (Luby et al. 1997) into applications to avoid
remarkable deterioration of application level performance due to packet
loss. In this way, applications can be more adaptive to networks with higher
loss rates.
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3 Remote control

In the case of HCALs, we have argued that network awareness allows
software developers to identify what functionality the network lacks and
what corresponding technologies should be adopted by applications to adapt
to the network environment. We continue our argument on the importance
of adaptability and network awareness by the discussion of remote control.
We first describe the difficulties we face in the network, then we give two
examples: Internet robotics and distributed simulations.

3.1 Quality-of-Service

A network can introduce unreliable and time-dependent levels of service in
terms of, for example, delays, jitter, or losses. QoS can ameliorate the real-
time network behavior, but the network behavior is still subject to inter-
ference (especially in wireless media), to routing transients, and to aggressive
flows. In turn, network vagaries can jeopardize the stability, safety, and
performance of controlled units in a physical environment. Therefore, a
primary objective is to devise algorithms to compensate for the vagaries of
network service. Such strategies are targeted toward the application layer
and their objective is to deal with packet losses, delays, jitter, and network
unreliability.

3.2 Internet robotics

The broad vision of Internet robotics is to enable end-users to affect a remote
physical environment through network connectivity and action units.
Applications range from distributed instrumentation (Al-Hammouri et al.
2003) to home robotics (Ngai et al. 2002). We have implemented a distrib-
uted system to facilitate human-robot remote interaction. Our approach is
based on three concepts, all of which involve the system awareness of and
adaptiveness to network conditions.

First, the system employs software components (agents) that can move
among hosts in response to changes in the robotic tasks and in network
conditions. Consider the snapshot shown in the upper part of Fig. 3 where
agents A1 and A2 start communicating while residing in two different ma-
chines, A and B. Suppose at the beginning the two agents are satisfied with
the communication quality. If, at some time later, network dynamics—such
as congestion and routing paths-change, agents A1 and A2 may not be able to
communicate in real time. However, agent A1 can migrate to another ma-
chine where it can communicate effectively with agent A2. On the extreme, A1

will move to machine B, where A2 resides as shown in the lower part of
Fig. 3. Then, the two agents will execute as two threads and will commu-
nicate using inter-thread communication, which is far faster than commu-
nication over network. This extreme solution is not always feasible due to the
computational requirements on host B, but in general, agent mobility
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implements a high degree of awareness of and adaptability to end-to-end
communication performance.

One of the core aspects of network awareness and adaptability is the
detection and the recovery from partial failures. Agents’ mobility can deal
with planned disconnections. For example, if an agent realizes that its cur-
rent machine is shutting down or the available computation resources are
stepping down, it can move to another machine in the network with suitable
resources. As for unexpected failures, we adopted the leases strategy from
Jini (2004), which is based on the time-out idea. Agents join the system with
a fixed lease duration. While agents are operational, they maintain their
leases by renewing them. When an agent becomes unavailable because, for
instance its network connection goes down, it will be unable to renew the
lease and so the lease expires after a timeout. The system then cleans pre-
vious references of the unavailable agent and notifies other components via
event notifications. By this process, the system arrives to a safe and pre-
dictable state and it continues to function correctly after failures.

Our system also relies on Jini’s distributed events—the extension of local
events over the network. Distributed events provide flexible asynchronous-
communications. The necessity of deploying this stems from the asynchro-
nous nature of these network applications. By registering to receive
notifications about events that occur in the system, system entities will be
kept updated with recent system conditions without constantly polling each
other. Thus, reducing the amount of communication greatly.

Figure 4 shows a possible configuration of system components. In the
figure, Supervisor is the user who interacts with the robot; VS (Virtual
Supervisor) is a GUI that facilitates interaction with other system compo-
nents; Virtual Robots (VRx’s) are the mobile agents; Robot Proxy (RP) is a
thin legacy layer between diverse robot implementations and our distributed
system; and Lookup Services (LUs), which are adopted from Jini, are
directories of available VRs and RPs in the system. Such tree structure forms
an overlay topology that must be reconfigurable, as we discuss next. On one
hand, the logical interconnection between components are defined to be
specialized, for example VR3 can only communicate with VR4, VR6 and
RP4 but not with, say, VR7. On the other hand, the overlay nodes (the

Machine A Machine B 

 
VR2 

 
VR1 

Execute “command”

Return value

Machine A Machine B 

 
VR2 

 
VR1 

 
 

Exc.

Ret.

Fig. 3 Agent mobility. (Up) agent A1 is in machine A; agent A2 is in machine B.
(Down) Both agents, A1 and A2, are in machine B
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software components) are distributed throughout the machines in the net-
work, and the assignment of these nodes to the underlying physical network
devices is reconfigurable, that is, it can change according to network con-
ditions. These software components can be in different machines, all in one
machine, or any intermediate configuration between these two extreme cases.
In our ongoing research, we are investigating how to make the software
components be aware of the communication quality and adaptable to net-
work conditions by reconfiguration of the logical interconnection topology.
For instance, if it happens that VR3 and VR8, in the topology of Fig. 4,
operate in very close machines while VR6 and VR7 are in distant machines,
VR6 and VR7 must become aware of this non-optimal physical placement
and they must react accordingly, i.e., move very close to VR3 and VR8, if
possible.
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Fig. 4 An example of logical interconnection among software agents
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Figure 5 shows a current prototype: the window on the bottom left corner
is a live WebCam view of the robot work space. The top window enables an
end-user to directly tele-operate the robot through mouse movements and
keyboard strokes. The bottom right window enables the creation of new
mobile agents by directly instantiating the definitions contained in appro-
priate Java class files. This GUI also allows the logical interconnection of
agents in a hierarchal structure such as the one in Fig. 4.

3.3 Distributed simulations

The environment can be located in the physical world, but it can also be
numerically simulated. The result is a distributed interactive simulation, with
applications ranging from medical training to networked video-games.
However, the realism and effectiveness of networked virtual environments
suffers in most current networks due to the network’s lack of QoS guaran-
tees. For example, poor network QoS can render the simulation unrespon-
sive to user input, with consequent loss of user attention and of the overall
effectiveness of the simulation. In these networks, privileged users can obtain
high QoS levels at a substantial cost and show impressive network-enabled
demonstrations. However, most other users do not have access to those
exceptional QoS levels even if they have broadband connectivity, so that the
effectiveness of network applications is hampered. Consequently, the current
state of affairs prevents the widespread adoption of high-fidelity networked
simulations for the large number of potential users with typical broadband
connectivity.

Fig. 5 VS GUI panel
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Our project in this field seeks to explore the effectiveness of such appli-
cations through the development and implementation of an application-layer
delay compensation strategy that must be aware of and adaptive to the lack
of QoS. Figure 6 shows a network video-game that we have implemented.
The game simulates a sailing boat and is designed to behave similarly as if
the user is remotely operating an actual sailboat on the open ocean. The
objective of the game is to sail toward the target buoy as quickly as possible
given the environmental conditions (wind and current). The game is based on
a client-server model. In addition to the control and update data stream
pertaining to the game state, there is also a ping stream between the client
and server. This is used by the client to maintain a running estimate of the
latency between itself and the server. This estimate is then used to extrapo-
late and forward the game state by one RTT as in the strategy of dead
reckoning (Smed et al. 2002b). To provide control feedback to the user, the
short circuit mechanism is used (Smed et al. 2002a). Thus, in addition to
sending the control inputs to the server they are also stored locally. The
inputs are then compiled into a position offset for the vehicle and applied to
the incoming state data before it is displayed to the user.

Each of the data points in Fig. 7 are based on the time performance of
two identical automatic pilots on a fixed course consisting of a single buoy
1,000 feet distance to which the agents race. The data points each represent
the average of 15 separate trials under each testing condition. In each case,
one agent runs at the client and is subject to the effects of the latency and any
delay compensation. The other agent runs at the server and experiences no
latency effects. These results demonstrate the effectiveness of the delay
compensation in allowing for feedback-based sail control even at very high
latencies.

Fig. 6 Sailing game screenshot
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The framework developed for this game can provide a stable platform for
further study of the field including potentially such other techniques as
contingency control (Branicky et al. 2003) and server side latency reduction
as well as improved game state convergence techniques.

4 Awareness and adaptability

Healthcare alert systems, Internet robotics, and distributed simulations are
vastly different types of applications that share one common trait: they
embed communication functionality that the network lacks. For example, an
HCAL embeds multicast methods that are seldom supported in the Internet.
The Internet robotics system embeds mobile agents for real-time commu-
nication. Similarly, distributed simulations embed methods to remediate
poor network QoS. Multicast, real-time communication and QoS appro-
priately belong to the communication sphere and a software developer could
reasonably expect that multicast, real-time communication and QoS should
be provisioned within the network infrastructure, but the pragmatic reality is
that such functions are not supported in the Internet. Therefore, the devel-
oper has the responsibility of knowing about these issues and of explicitly
taking corresponding steps in his code. In this section, we will explore the
causes of this fact.

4.1 The end-to-end argument

A fundamental design principle of the Internet is the end-to-end-argument.
The argument states that a function should be pushed to the higher layers
if possible, unless a lower layer implementation can achieve large perfor-
mance benefits (Saltzer et al. 1984). The argument makes for a network
that offers minimal functionality and expects additional components to be
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implemented by the networked applications. For example, the argument
implies that an HCAL should implement components for multicast. Simi-
larly, Internet robotics systems should implement components for real-time
communication and distributed simulation environments should implement
components to tolerate low QoS. The end-to-end argument has been cen-
tral to the success of the Internet: the network offers minimal functionality,
but it also leaves developers free to create innovative applications. Internet
capabilities are only limited by the inventiveness of the software developer.
At the same time, however, the end-to-end argument requires the software
developer to explicitly recognize the role of the network and to take steps
to make his code network aware and adaptive. As such, awareness and
adaptability are a permanent and structural component of Internet-enabled
software. The end-to-end argument also makes network awareness extra-
neous to network research or to the infrastructure. As such, the argument
implies that progress in network aware and adaptive technology would
stem preferentially from end-applications rather than from core infra-
structure research.

4.2 Awareness and adaptability

Lack of awareness and adaptability can lead to a ‘‘bubble’’ of inflated
expectations and to its subsequent deflation when such expectations do not
materialize.

4.2.1 A hypothetical scenario

In this hypothetical scenario, we consider a distributed simulation environ-
ment that is network-enabled (i.e., it can operate over a network) but not
network-aware (i.e., it is not adaptive to network conditions). The software
is deployed over a local-area network during initial usage and then ported to
a wide-area grid context. The project is successful in the local context (the
‘‘bubble’’), only to fail later on when the same software is used in the wide-
area network (the deflation of the bubble). The resulting perception among
most developers would probably be that simulations cannot be supported
with current network technology. On the other hand, local-area and wide-
area networks differ by order of magnitude in their characteristics, such as
delays, bandwidth, and loss rates. The crux of the issue was really that the
simulation was network-blind and consequently unable to cope with the
heterogeneity of the local- and wide-area contexts.

We maintain that network awareness and adaptability are critical to the
continuous development of effective applications. On the contrary, network
unawareness leads to an intrinsically weaker software design that no amount
of hardware resources can cure. We feel that network awareness and
application adaptability should be part of the software development process
as described in the next section.
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5 Development of distributed applications

Network awareness and application adaptability can be realized using two
different and complementary approaches. The first approach, discussed in
this section, is to pursue additional steps during the software development
cycle. The second approach, discussed in next section, is to build an adaptive
middleware that monitors the network performance and then configures the
application accordingly to meet application requirements. In this section, we
generalize the lessons learned from the creation of our three examples, and
elaborate on the principles that are crucial to develop applications with
network awareness and adaptability.

5.1 Network environment investigation

Network awareness and application adaptability should receive significant
attention in the software design phase. Network environment investigation
should be an additional step within the existing software development
methodologies (Pfleeger 1998; Schach 1996). This is because network
awareness and adaptability are crucial factors in determining the software
architecture and selection of technologies used to develop the application. In
our examples, because the Internet lacks sufficient available bandwidth,
HCAL employs multicast technology to meet the requirement of dissemi-
nating data to a large number of receivers. In turn, the use of multicast
communication leads to the incorporation of a middleware into the HCAL
architecture to deal with the problems introduced by multicast, such as
caching, scheduling, interaction with various multicast schemes. Internet
robotic systems require frequent communications and cooperations between
software components, while the desired QoS cannot be guaranteed by the
network. This scenario drives the developers to use the agents technology
since agents can travel among the hosts in response to changes in the robotic
tasks and in network conditions.

Generalized from our experience, the investigation procedure should have
the following steps.

Information collection Combined with the analysis of the technical
requirements (e.g., requirements on performance, scalability, reliability,
security), information should be selectively collected from related materials,
including manuals, technical reports and publications that are relative to the
deployment network. Meanwhile, developers should look into the similar
and typical distributed applications that have been deployed in the network.
Developers need to list out the positive and negative features with their
causes of these applications.

Analysis Based on the collected information, developers should classify the
network situations that applications can experience during runtime. Devel-
opers need to identify the missed functionalities in the network that can cause
applications to fail to meet the technical requirements. The analysis result
contributes to the determination of what technologies and schemes should be
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taken as solutions in the software development, which in turn affects the
software architecture.

Prototyping It is desired that prototypes are created to affirm the analysis
and evaluate the solution methods. The running environment can be the
network where applications are deployed. Meanwhile, simulation (NS-2
2004) and emulation (Emulab 2004) environments are effective testing plat-
forms because specific network conditions can be intentionally created.
Prototyping enables developers to quantitatively evaluate the effectiveness of
the proposed designs. Moreover, sophisticated testing tools, such as execu-
tion profiling (Podgurski et al. 2003; Varghese 2003; Xu et al. 2004), can be
applied to explore unexpected problems in the network and trace their
causes. The result of this step is the complementary information of the
network environment. Modification and improvements are made on previous
designs.

The above steps are repeatedly conducted to improve network awareness
and application adaptability. Although most work of network investigation
is done during the design phase, the investigation should proceed through the
whole life of software development because new problems can arise due to
the unawareness of some aspects of the network.

5.2 Configurability

Applications have been traditionally designed under the assumption that a
desired network service level can be achieved through a signaling protocol.
For example, an application would assume that bandwidth is reserved by
running the RSVP (Barden et al. 1997) protocol. In reality, an application
cannot manipulate a best effort network with distributed control. Moreover,
networks are dynamic environments that can differ at different locations and
times. We recognize these constraints and insist that applications should be
configurable to enhance their adaptability to various network conditions.

5.2.1 Configurability of network parameters

First of all, applications should have the ability to set network parameters at
the end-hosts in accordance to network conditions. Network parameter
configuration is often conducted when an application is started. Settings
should be either manually specified by the users based on their knowledge of
the network environment or automatically set by the application based on its
analysis of network conditions. Generally, the configuration aims to adapt to
notable variations between networks, such as the different bandwidth, de-
lays, scalability characters on different types of networks. The effectiveness
of the configuration is closely related to the extent of network awareness. For
instance, generally an HCAL server limits the length of a multicast message
in UDP to 576 bytes (the minimum reassembly buffer size defined by IPv4)
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to guarantee the datagram can be accepted by any client. However, if the
server knows that the network is an IPv6 environment, it can set the maxi-
mum UDP datagram length to 1,280 bytes (Deering and Hinden 1998). As
the transmission overhead is significantly reduced, the multicast performance
can be remarkably improved.

Network conditions can vary during runtime. In many cases, applications
should reconfigure some setting parameters during runtime in order to
maintain satisfactory performance. For example, to maximize the through-
put without triggering unacceptable network congestions, an HCAL server
monitors the online available bandwidth of the network and modulates the
server’s multicast rate accordingly. We will elaborate on this point in Sect. 6.

5.2.2 Structural configurability

Pervasive applications should be structurally configurable. The software
architecture should be flexible so that its individual components can be se-
lected or replaced depending on the network conditions and application
needs. In the HCAL example, the caching component in the middleware can
be switched on or off and the type of multicast scheme can be selected by the
application. In the Internet robotic systems, the logical interconnection
topology of the system components (VSs, VRx’s, and RPs) are configured
according to network conditions.

While network parameter configurability is relatively easy to implement,
structural configurability is more flexible and effective to improve applica-
tion adaptability. Network parameter configuration modulates setting
parameters in accordance to the network condition, but it does not change
the algorithms in the software and the relationship between components. The
adaptability achieved by parameter configuration is limited. For example, an
HCAL using the IP multicast scheme, which works within local networks,
cannot adapt to the Internet environment just by reconfiguring the settings in
the application. To accomplish the task, the IP multicast scheme must be
replaced by an end-to-end multicast scheme, which is a structural configu-
ration.

The procedure of designing configurable components can be described as
follows:

– Identify the functions that are used to achieve awareness and adaptability.
– Analyze the relationship between these functions. The relationship can be
exclusive such as the multicast schemes in HCAL, or be cooperative such
as the network communication functions of the VR and VS in the Internet
robotics system.

– Organize these functions into a number of components and define the
interface for those components that need to cooperate with each other.

– Design interface layers for these components to plug into the software
architecture. A good example is the TAL in HCAL. Through TAL, the
multicast schemes are selectively plugged into HCAL systems so that the
data management modules can access the multicast channels with a uni-
form interface.
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Distributed applications are extensible when they are structurally con-
figurable. Two reasons make application extensibility important. Firstly, it is
difficult to anticipate all the network conditions. Unpredictable network
conditions can cause problems which require addition of new functions and
modification of the applications. Secondly, with the evolution of technology,
new algorithms and schemes need to be incorporated into the applications in
order to enhance performance. When the applications are extensible, new
functions and schemes can be added to the software architecture with few
changes on the existing code. For an application with structural configura-
bility, extensibility is achieved by adding new components, replacing old
components, or restricting modification to a few components. In HCAL, for
example, new multicast scheduling algorithms, multicast schemes, caching
schemes can be easily incorporated into the application because the config-
urability and extensibility were taken into consideration strategically. An-
other example, in the Internet robotics system, the end-user (the supervisor)
has the ability to replace an existing VR with a new one having specialized
constructs to deal with changes in network conditions. This can be accom-
plished on the fly, i.e., while the system is running.

6 Self-awareness and self-adaptability

Throughout this paper, we repeatedly stated that for distributed applications
to be effective, they must be network aware and adaptable. In the previous
section, we discussed how to develop a software application that is network
aware and adaptable at design time, at deployment time, and at runtime with
intervention from the developer (see the two examples at the end of Subsect.
5.2.2). In this section, we go one step further and sketch a common approach
to achieve self-awareness and self-adaptability at runtime. We emphasize
that the two approaches of Sects. 5 and 6 are complementary and are not
exclusive of each other.

6.1 Application requirements and network performance

Different applications tend to have different communication requirements.
For physical real-time distributed systems, the necessary requirement is to
maintain system stability and the secondary objectives include speed of
convergence and overshoot. In downloading web documents, performance is
characterized by the latency to download a complete web page. In wireless
applications, on the other hand, energy and power consumption are more
significant factors. From such and other examples, we conclude that different
applications have radically different performance requirements. Despite this
fact, all application performance metrics are influenced by network-oriented
performance metrics, which include delay, jitter, packet loss rate, and
bandwidth availability. Consequently, application requirements can be
supported by a unified middleware framework that ties network-oriented
metrics and application-oriented metrics.
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6.2 Middleware framework

The purpose of a middleware framework is to provide a common platform
for a range of applications by acting as a broker between the applications
and the network, as mentioned in Sect. 2. To provide such a service, the
middleware usually incorporates specific modules for monitoring, analyzing,
and customizing. One powerful technique to build applications that are able
to observe and change their own code at runtime is through the use of
reflective programming languages. This type of programming languages
gives the program the ability to inspect and adapt itself (Mahmoud 2004;
Schantz and Schmidt 2001). Based on this, we distinguish three types of
modules: monitoring modules, decision-making modules, and customizing
modules.

The monitoring modules collect online measurements for network-ori-
ented metrics and report their statistics, see (NLANR 2004) for a list of
network performance and measurement tools. Some applications require
measurement of instantaneous and real-time events (e.g., commanding ro-
botic systems are very sensitive to individual packet losses) whereas others
require average quantities over a period of time (e.g., distributed simulations
depend on the average RTT, see Sect. 3).

The decision-making modules retrieve statistics on network-oriented
metrics from the monitoring modules, map these statistics to application-
oriented metrics, and issue appropriate signals to the customizing modules.
Mapping network-oriented metrics to application-oriented metrics can be
achieved using several strategies and is application dependent. In some sit-
uations, a mathematical equation can be established to predict application-
oriented metrics from network oriented-metrics. Another common strategy
is to have an operational-threshold profile for the application-oriented
metrics and the corresponding network-oriented metrics. The customizing
modules alter other system modules and configurations in response to the
control signals from the decision-making modules to adapt the system to
network vagaries.

These three modules work in a feedback manner that resembles a con-
ventional closed-loop feedback control system (Fig. 8). Specifically, the
monitoring modules serve as sensors; the decision-making modules as con-
trollers; and the customizing modules as actuators.

In our distributed simulation system (Sect. 3.3), we employed a similar
feedback approach. The system dedicated a communication stream to
measure the round-trip-time delay between the client and the server
(sensing). The estimate of the delay is then used to extrapolate the
game state according to the dead-reckoning strategy (computing control
information). Finally, the extrapolated value is used to forward the
game state by one RTT (actuating). Although we did not implement this as
a distinct reusable framework—rather it was embedded within the appli-
cation itself—it represents a groundwork for a network-delay compensation
middleware.
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7 Conclusions

The paper has reviewed scalable healthcare alert systems and our scalable
data dissemination component, our multi-agent Internet robotics system and
our research in distributed simulation environments. These applications are
vastly different but share one commonality: the software explicitly incor-
porate modules for communication features that are not supported in most
of the current Internet. Although a software developer could reasonably
expect that such communication functionality should be provided by the
network infrastructure, in fact it is not so. The functionality needs to be
explicitly implemented in the application. Further, we argued that such state
of affairs derives from a fundamental design principle of the Internet. As a
result, network awareness and application adaptability should be a critical
component of networked applications. Conversely, network-blindness can
lead to a ‘‘bubble’’ of over-inflated expectations.

By generalizing the experience from our examples, we argued that net-
work environment investigation should be an additional step within the
existing software development methodologies and pervasive applications
should be configurable to enhance adaptability. Moreover, to achieve self-
awareness and self-adaptability, system components should be able to
monitor the network, and should be customizable to adapt to network
vagaries. These principles are important to existing and future pervasive
computing. One important yet challenging area for future work is ad-hoc
systems. In an ad-hoc system, the heterogeneity of networks is more serious
compared with traditional distributed systems. The network state can be
more various and complex. Ad-hoc scenarios require much effort to inves-
tigate network environments in order to develop network aware and
adaptable pervasive applications. Moreover, as these distributed systems
have no fixed infrastructure, devices can travel in different networks that use
different communication protocols. Thus, there is a need for an adaptive
middleware that hides such different network protocols and provides to the
applications a unified services interface.

Customizable
system

modules

Monitoring
modules

Decision-making
& customizing

modules

Fig. 8 Feedback control system approach
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